**Java Syntax: -**

**Java Class**

**public** **class** Syntax {

}

1. Every line of code that runs in Java must be inside a class.
2. A class should always start with an uppercase first letter.
3. Java is case-sensitive: "MyClass" and "myclass" has different meaning.
4. The name of the java class file must match the class name.

**Java Main**

**public** **class** Syntax {

**public** **static** **void** main(String[] args) {

System.***out***.println("Hello Rathan!!");

}

}

1. The main() method is required and you will see it in every Java program

**System.out.println()**

**public** **class** Syntax {

**public** **static** **void** main(String[] args) {

System.***out***.println("Hello Rathan!!");

}

}

1. Inside the main() method, we can use the println() method to print a line of text to the screen.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Output/ Print: -**

**Print Text**

1. When you are working with text, it must be wrapped inside double quotations marks "".
2. If you forget the double quotes, an error occurs.

System.***out***.println("This section will work");

System.***out***.println(This section will not work);

1. There is also a print() method, which is similar to println().
2. here only difference is that it does not insert a new line at the end of the output.

System.***out***.print("Hello Rathan");

System.***out***.print("This section will be printed in the same line");

In the Above Example Section will be printed in the same line

**Print Number**

1. You can also use the println() method to print numbers.
2. However, unlike text, we don't put numbers inside double quotes “”

System.***out***.println(3);

System.***out***.println(358);

System.***out***.println(50000);

1. You can also perform mathematical calculations inside the println() method.

System.out.println(3 + 3);

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Comment: -**

Comments can be used to explain Java code, and to make it more readable. It can also be used to prevent execution when testing alternative code.

**Single-line Comment**

1. Single-line comments start with two forward slashes (//).
2. Any text after // will be ignored by Java (will not be executed).

//This is comment line will not be Executed

System.***out***.println("Hello World");

**Multi-line Comment**

1. Multi-line comments start with /\* and ends with \*/.
2. Any text between /\* and \*/ will be ignored by Java

/\*This is comment line will not be Executed

because these Texts are written in Multi line\*/

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Variables:-**

**Variable Types**

Variables are containers for storing data values.

In Java, there are different **types** of variables, for example:

* String - stores text, such as "Hello". String values are surrounded by double quotes.
* int - stores integers (whole numbers), without decimals, such as 123 or -123
* float - stores floating point numbers, with decimals, such as 19.99 or -19.99
* char - stores single characters, such as 'a' or 'B'. Char values are surrounded by single quotes.
* boolean - stores values with two states: true or false.

**Declaring Variable**

*variabletype variableName = value;* // Syntax of Declaring Variable

**int** myNum = 5;

**float** myFloatNum = 5.99f;

**char** myLetter = 'D';

**boolean** myBool = **true**;

**String** myText = "Hello";

**double** myDouble = 5.99;

**Declare Many Variables**

Instead of writing like this

**int** x = 5;

**int** y = 6;

**int** z = 50;

System.***out***.println(x + y + z);

We can write like this

**int** x = 5, y = 6, z = 50;

System.***out***.println(x + y + z);

One value to Multiple Variable

**int** x, y, z;

x = y = z = 50;

System.***out***.println(x + y + z);

**Declaring Variable Names**

* Names can contain letters, digits, underscores, and dollar signs
* Names must begin with a letter
* Names can start with Uppercase or Lowercase letter.
* Names can also begin with $ and \_ but it is not a good practise
* Names are case sensitive ("myVar" and "myvar" are different variables)
* Reserved words (like Java keywords, such as int or boolean) cannot be used as names

**Java DataType:-**

Data types are divided into two groups:

* Primitive data types - includes byte, short, int, long, float, double, boolean and char
* Non-primitive data types - such as [String](https://www.w3schools.com/java/java_strings.asp), [Arrays](https://www.w3schools.com/java/java_arrays.asp) and [Classes](https://www.w3schools.com/java/java_classes.asp) (you will learn more about these in a later chapter)

Primitive Data Type: -

**byte** ---> 1 **byte** ---> Stores whole numbers from -128 to 127

**short** ---> 2 bytes ---> Stores whole numbers from -32,768 to 32,767

**int** ---> 4 bytes ---> Stores whole numbers from -2,147,483,648 to 2,147,483,647

**long** ---> 8 bytes ---> Stores whole numbers from -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807

**float** ---> 4 bytes ---> Stores fractional numbers. Sufficient **for** storing 6 to 7 decimal digits

**double** ---> 8 bytes ---> Stores fractional numbers. Sufficient **for** storing 15 decimal digits

**Boolean** ---> 1 bit ---> Stores **true** or **false** values

**Char** ---> 2 bytes ---> Stores a single character/letter or ASCII values \

Non-Primitive Data Type: -

Non-primitive data types are called **reference types** because they refer to objects.

The main difference between **primitive** and **non-primitive** data types are:

* Primitive types are predefined (already defined) in Java. Non-primitive types are created by the programmer and is not defined by Java (except for String).
* Non-primitive types can be used to call methods to perform certain operations, while primitive types cannot.
* A primitive type has always a value, while non-primitive types can be null.
* A primitive type starts with a lowercase letter, while non-primitive types starts with an uppercase letter.
* Non-primitive data types - such as [String](https://www.w3schools.com/java/java_strings.asp), [Arrays](https://www.w3schools.com/java/java_arrays.asp) and [Classes](https://www.w3schools.com/java/java_classes.asp) (you will learn more about these in a later chapter)

Boolean Type

Very often in programming, you will need a data type that can only have one of two values, like:

* YES / NO
* ON / OFF
* TRUE / FALSE

For this, Java has a boolean data type, which can only take the values true or false.

System.***out***.println(10 > 9); // returns true, because 10 is higher than 9

**int** x = 10;

System.***out***.println(x == 10); // returns true, because the value of x is equal to 10

System.***out***.println(10 == 15); // returns false, because 10 is not equal to 15

**int** myAge = 25;

**int** votingAge = 18;

System.***out***.println(myAge >= votingAge);

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Type Casting: -**

**Widening Casting**

**Widening Casting** (automatically) - converting a smaller type to a larger type size  
byte -> short -> char -> int -> long -> float -> double

**int** myInt = 9;

**double** myDouble = myInt; // Automatic casting: int to double

System.***out***.println(myInt); // Outputs 9

System.***out***.println(myDouble); // Outputs 9.0

**Narrow Casting**

**Narrowing Casting** (manually) - converting a larger type to a smaller size type  
double -> float -> long -> int -> char -> short -> byte

**double** myDouble = 9.78d;

**int** myInt = (**int**) myDouble; // Manual casting: double to int

System.***out***.println(myDouble); // Outputs 9.78

System.***out***.println(myInt); // Outputs 9

**Java Operator:-**

Java divides the operators into the following groups:

* Arithmetic operators
* Assignment operators
* Comparison operators
* Logical operators
* Bitwise operators

**Arithmetic Operator**

Arithmetic operators are used to perform common mathematical operations.

(+) ---> Addition ---> Adds together two values ---> x + y

(-) ---> Subtraction ---> Subtracts one value from another ---> x – y

(\*) ---> Multiplication ---> Multiplies two values ---> x \* y

(/) ---> Division ---> Divides one value by another ---> x / y

(%) ---> Modulus ---> Returns the division remainder ---> x % y

(++) ---> Increment ---> Increases the value of a variable by 1 ---> ++x

(--) ---> Decrement ---> Decreases the value of a variable by 1 ---> --x

**Assignment Operator**

Assignment operators are used to assign values to variables

(=) ---> x = 5 ---> x = 5

(+=) ---> x += 3 ---> x = x + 3

(-=) ---> x -= 3 ---> x = x – 3

(\*=) ---> x \*= 3 ---> x = x \* 3

(/=) ---> x /= 3 ---> x = x / 3

(%=) ---> x %= 3 ---> x = x % 3

(&=) ---> x &= 3 ---> x = x & 3

(|=) ---> x |= 3 ---> x = x | 3

(^=) ---> x ^= 3 ---> x = x ^ 3

(>>=) ---> x >>= 3 ---> x = x >> 3

<= ---> x <<= 3 ---> x = x << 3

Syntax:-

**int** y = 10; // Assign value to a Variable

**Comparison Operator**

(==) ---> Equal to ---> x == y

(!=) ---> Not equal ---> x != y

(>) ---> Greater than ---> x > y

(<) ---> Less than ---> x < y

(>=) ---> Greater than or equal to ---> x >= y

(<=) ---> Less than or equal to ---> x <= y

**Logical Operator**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java String: -**

**String Length**

In Java, length() is a method used to retrieve the length of a string

String txt = "Rathan Rajiv Singh";

System.***out***.println("The length of the txt string is: " + txt.length());

**toUpperCase() & toLowerCase()**

toUpperCase() is used to conver the text to Uppercase letter

toLowerCase() is used to convert the text to LowerCase

String txt = "Hello World";

System.***out***.println(txt.toUpperCase()); // Outputs "HELLO WORLD"

System.***out***.println(txt.toLowerCase()); // Outputs "hello world"

**indexOf()**

The indexOf() method returns the **index** (the position) of the first occurrence of a specified text in a string (including whitespace):

String txt = "Rathan Rajiv Singh";

System.***out***.println(txt.indexOf("Rajiv")); // Outputs 7

**Java String Concatenation**

In Java, String concatenation forms a new String that is the combination of multiple strings.

1. The + operator can be used between strings to combine them

String firstName = "Rathan";

String lastName = "Rajiv";

System.***out***.println(firstName + " " + lastName);

1. You can also use the concat() method to concatenate two strings.

String firstName = "Rathan ";

String lastName = "Rajiv";

System.***out***.println(firstName.concat(lastName));

**Adding Numbers & String**

Java uses the + operator for both addition and concatenation.Numbers are added. Strings are concatenated.

1. If you add two numbers, the result will be a number.

**int** x = 10;

**int** y = 20;

**int** z = x + y; // z will be 30 (an integer/number)

1. If you add two strings, the result will be a string concatenation.

String x = "10";

String y = "20";

String z = x + y; // z will be 1020 (a String)

1. If you add a number and a string, the result will be a string concatenation.

String x = "10";

**int** y = 20;

String z = x + y; // z will be 1020 (a String)

**String Special Characters**

Because strings must be written within quotes, Java will misunderstand this string, and generate an error.

String txt = "We are the so-called "Vikings" from the north."; // This will throw Error

The solution to avoid this problem, is to use the **backslash escape character**.

The backslash (\) escape character turns special characters into string characters.

\' ---> ' ---> This sequence inserts a Single quote in string

\" ---> " ---> This sequence inserts a Double quote in string

\\ ---> \ ---> This sequence inserts a Backslash in string

Other common escape sequences that are valid in Java are.

\n ---> New Line

\r ---> Carriage Return

\t ---> Tab

\b ---> Backspace

\f ---> Form Feed

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Math**

The Java Math class has many methods that allows you to perform mathematical tasks on numbers.

**Math.max(***x,y***)**

The Math.max(x,y) method can be used to find the highest value of x and y.

System.***out***.println(Math.*max*(5, 10)); // Output will be 10 because 10 is the Max value

**Math.min(***x,y***)**

The Math.min(x,y) method can be used to find the lowest value of x and y.

System.***out***.println(Math.*min*(5, 10)); //Output will be 5 because 5 is the Min value

**Math.sqrt(*x*)**

The Math.sqrt(x) method returns the square root of x.

System.***out***.println(Math.*sqrt*(3)); //Output will be 3 (3\*3)

**Math.abs(***x***)**

The Math.abs(x) method returns the absolute (positive) value of x.

System.***out***.println(Math.*abs*(-45.25) );

**Math.random()**

Math.random() returns a random number between 0.0 (inclusive), and 1.0 (exclusive):

System.***out***.println(Math.*random*());

To get more control over the random number, for example, if you only want a random number between 0 and 100, you can use the following formula.

**int** randomNum = (**int**)(Math.*random*() \* 101); // 0 to 100

System.***out***.println(randomNum);

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Statements**

Java has the following conditional statements:

* Use if to specify a block of code to be executed, if a specified condition is true
* Use else to specify a block of code to be executed, if the same condition is false
* Use else if to specify a new condition to test, if the first condition is false
* Use switch to specify many alternative blocks of code to be executed

You already know that Java supports the usual logical conditions from mathematics:

* Less than: a < b
* Less than or equal to: a <= b
* Greater than: a > b
* Greater than or equal to: a >= b
* Equal to a == b
* Not Equal to: a != b

**If Statement**

Use the if statement to specify a block of Java code to be executed if a condition is true.

**if** (20 > 18) {

System.***out***.println("20 is greater than 18");

}

**Else Statement**

Use the else statement to specify a block of code to be executed if the condition is false.

**int** Age = 29;

**if** (Age < 18) {

System.***out***.println("Not Old Enough to Vote.");

} **else** {

System.***out***.println("Old Enough Vote.");

}

// Outputs "Old Enough Vote."

**Else-If Statement**

Use the else if statement to specify a new condition if the first condition is false.

**int** Age = 18;

**if** (Age < 18) {

System.***out***.println("Not Old Enough to Vote.");

}**else** **if** (Age==18){

System.***out***.println("Far enough to Vote but Need to check the DOB with current Date");

}

**else** {

System.***out***.println("Old Enough Vote.");

}

// Outputs "Old Enough Vote."

Short Hand If...Else (Ternary Operator)

It can be used to replace multiple lines of code with a single line, and is most often used to replace simple if else statements.

Syntax

variable = (condition) ? expressionTrue : expressionFalse;

**int** Age = 20;

String result = (Age < 18) ? "Not Eligible to Vote." : "Eligible to Vote.";

System.***out***.println(result);

Switch Statement

Instead of writing **many** else if statements, you can use the switch statement.

The default keyword specifies some code to run if there is no case match.

When Java reaches a break keyword, it breaks out of the switch block.

**int** day = 7;

**switch** (day) {

**case** 1:

System.***out***.println("Monday");

**break**;

**case** 2:

System.***out***.println("Tuesday");

**break**;

**case** 3:

System.***out***.println("Wednesday");

**break**;

**case** 4:

System.***out***.println("Thursday");

**break**;

**case** 5:

System.***out***.println("Friday");

**break**;

**case** 6:

System.***out***.println("Saturday");

**break**;

**case** 7:

System.***out***.println("Sunday");

**break**;

**default**:

System.***out***.println("Not the Specified day");

}

// Outputs "Not the Specified day" (default)

Instead of the below If-Else statement we can write as above.

**int** day = 4;

**if** (day == 1) {

System.***out***.println("Your selected day is Monday.");

}**else** **if** (day==2){

System.***out***.println("Your selected day is Tuesday.");

}

**else** **if** (day==3){

System.***out***.println("Your selected day is Wednesday.");

}

**else** **if** (day==4){

System.***out***.println("Your selected day is Thursday.");

}

**else** **if** (day==5){

System.***out***.println("Your selected day is Friday.");

}

**else** **if** (day==6){

System.***out***.println("Your selected day is Saturday.");

}

**else** **if** (day==7){

System.***out***.println("Your selected day is Sunday.");

}

**else** {

System.***out***.println("Out of the day specified.");

}

// Outputs " Your selected day is Thursday."

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java loops**

Loops can execute a block of code as long as a specified condition is reached.

While Loop

The while loop loops through a block of code as long as a specified condition is true.

**int** countdown = 10;

System.***out***.println("Countdown starts for the rocket launch:");

**while** (countdown > 0) {

System.***out***.println(countdown);

countdown--;

}

System.***out***.println("Blastoff!");

Do/While Loop

The do/while loop is a variant of the while loop. This loop will execute the code block once, before checking if the condition is true, then it will repeat the loop as long as the condition is true.

**int** i = 0;

**do** {

System.***out***.println(i);

i++;

}

**while** (i < 5);

For Loop

When you know exactly how many times you want to loop through a block of code, use the for loop instead of a while loop.

Syntax

for (statement 1; statement 2; statement 3) {

// code block to be executed

}

**Statement 1** is executed (one time) before the execution of the code block.

**Statement 2** defines the condition for executing the code block.

**Statement 3** is executed (every time) after the code block has been executed.

**for** (**int** i = 0; i < 5; i++) {

System.***out***.println(i);

}

**Statement 1** sets a variable before the loop starts (int i = 0).

**Statement 2** defines the condition for the loop to run (i must be less than 5). If the condition is true, the loop will start over again, if it is false, the loop will end.

**Statement 3** increases a value (i++) each time the code block in the loop has been executed.

Nested Loop

It is also possible to place a loop inside another loop. This is called a **nested loop**.

The "inner loop" will be executed one time for each iteration of the "outer loop".

// Outer loop

**for** (**int** i = 1; i <= 2; i++) {

System.***out***.println("Outer: " + i); // Executes 2 times

// Inner loop

**for** (**int** j = 1; j <= 3; j++) {

System.***out***.println(" Inner: " + j); // Executes 6 times (2 \* 3)

}

}

Output: -

Outer: 1

Inner: 1

Inner: 2

Inner: 3

Outer: 2

Inner: 1

Inner: 2

Inner: 3

Real Time example for Nested loop using Multiple Table

//Outer Loop

**for**(**int** j=1; j<=10; j++) {

System.***out***.println("< " + j + "x >");

//Inner loop

**for**(**int** i=1; i<=10; i++) {

System.***out***.println(j + "x" + i + "=" + j\*i);

}

}

< 1x >

1x1=1

1x2=2

1x3=3

1x4=4

1x5=5

1x6=6

1x7=7

1x8=8

1x9=9

1x10=10

< 2x >

2x1=2

2x2=4

2x3=6

2x4=8

2x5=10

2x6=12

2x7=14

2x8=16

2x9=18

2x10=20

< 3x >

3x1=3

3x2=6

3x3=9

3x4=12

3x5=15

3x6=18

3x7=21

3x8=24

3x9=27

3x10=30

< 4x >

4x1=4

4x2=8

4x3=12

4x4=16

4x5=20

4x6=24

4x7=28

4x8=32

4x9=36

4x10=40

< 5x >

5x1=5

5x2=10

5x3=15

5x4=20

5x5=25

5x6=30

5x7=35

5x8=40

5x9=45

5x10=50

< 6x >

6x1=6

6x2=12

6x3=18

6x4=24

6x5=30

6x6=36

6x7=42

6x8=48

6x9=54

6x10=60

< 7x >

7x1=7

7x2=14

7x3=21

7x4=28

7x5=35

7x6=42

7x7=49

7x8=56

7x9=63

7x10=70

< 8x >

8x1=8

8x2=16

8x3=24

8x4=32

8x5=40

8x6=48

8x7=56

8x8=64

8x9=72

8x10=80

< 9x >

9x1=9

9x2=18

9x3=27

9x4=36

9x5=45

9x6=54

9x7=63

9x8=72

9x9=81

9x10=90

< 10x >

10x1=10

10x2=20

10x3=30

10x4=40

10x5=50

10x6=60

10x7=70

10x8=80

10x9=90

10x10=100

For-Each Loop (Enhanced for-each Loop:)

There is also a "**for-each**" loop, which is used exclusively to loop through elements in an Array.

String[] cars = {"Rolls Royce", "BMW", "Benz", "Vintage"};

**for**(String car : cars) {

System.***out***.println(car);

}

Output: -

Rolls Royce

BMW

Benz

Vintage

Difference Between For & For-Each loop in Array

In Java, there are two different types of loops: the traditional for loop and the enhanced for-each loop (also known as the "enhanced for loop" or "for-each loop"). These two types of loops have distinct purposes and usage.

## Traditional for Loop:

String[] cars = {"Volvo", "BMW", "Ford", "Mazda"};

**for** (**int** i = 0; i < cars.length; i++) {

System.***out***.println(cars[i]);

}

In a traditional for loop, you use an index variable (in this case, i) to iterate through an array (cars in this example). You specify the loop condition (i < cars.length) and the increment step (i++). The loop iterates through the array from the beginning to the end. Inside the loop, you can access individual elements of the array using the index (cars[i]) and perform operations on each element.

## Enhanced for-each Loop:

String[] cars = {"Volvo", "BMW", "Ford", "Mazda"};

System.***out***.println(cars.length);

// Outputs 4

The enhanced for-each loop is designed to simplify iteration through arrays or collections. It iterates over the elements of an array (or collection) directly, without the need for an index. In this loop, car represents each element of the cars array in each iteration. You don't need to manually manage an index or check the array length; the loop automatically iterates through all the elements in the array.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Array**

Arrays are used to store multiple values in a single variable, instead of declaring separate variables for each value.

Syntax: -

String[] cars;

String[] cars = {"Volvo", "BMW", "Ford", "Mazda"};

**int**[] myNum = {10, 20, 30, 40};

You can access an array element by referring to the index number.

## Access the Elements of an Array

Array indexes start with 0: [0] is the first element. [1] is the second element, etc.

String[] cars = {"Rolls Royce", "BMW", "Benz", "Vintage"};

System.***out***.println(cars[0]);

// Outputs Rolls Royce

## Change an Array Element

To change the value of a specific element, refer to the index number.

cars[1] **=** Thar

## Array Length

To find out how many elements an array has, use the length property.

String[] cars = {"Volvo", "BMW", "Ford", "Mazda"};

System.***out***.println(cars.length);

// Outputs 4

Loop through an Array (traditional for loop)

String[] cars = {"Rolls Royce", "BMW", "Benz", "Vintage"};

**for** (**int** i = 0; i < cars.length; i++) {

System.***out***.println(cars[i]);

}

Loop through an Array (enhanced for-each loop)

String[] cars = {"Volvo", "BMW", "Ford", "Mazda"};

System.***out***.println(cars.length);

// Outputs 4

Multi Dimensional Array

A multidimensional array is an array of arrays.

Multidimensional arrays are useful when you want to store data as a tabular form, like a table with rows and columns.

To create a two-dimensional array, add each array within its own set of **curly braces**:

**int**[][] myNumbers = { {1, 2, 3, 4}, {5, 6, 7} };

**Java Methods**

A **method** is a block of code which only runs when it is called.

You can pass data, known as parameters, into a method.

Methods are used to perform certain actions, and they are also known as **functions**.

Why use methods? To reuse code: define the code once and use it many times.

Create a Method

A method must be declared within a class. It is defined with the name of the method, followed by parentheses **().**

**public** **class** Syntax {

**static** **void** myMethod() {

}

}

myMethod() is the name of the method

static means that the method belongs to the Main class and not an object of the Main class.

void means that this method does not have a return value.

**public** **class** Syntax {

**static** **void** myMethod() {

System.***out***.println("I just got executed!");

}

**public** **static** **void** main(String[] args) {

*myMethod*();

}

}

// Outputs "I just got executed!"

A method can also be called multiple times.

**public** **class** Syntax {

**static** **void** myMethod() {

System.***out***.println("I just got executed!");

}

**public** **static** **void** main(String[] args) {

*myMethod*();

*myMethod*();

*myMethod*();

*myMethod*();

*myMethod*();

}

}

//Outputs "I just got executed!"

//Outputs "I just got executed!"

//Outputs "I just got executed!"

//Outputs "I just got executed!"

//Outputs "I just got executed!"

Method Single Parameters

Parameters are specified after the method name, inside the parentheses. You can add as many parameters as you want, just separate them with a comma.

**public** **class** Syntax {

**static** **void** myMethod(String fname) {

System.***out***.println(fname + " Singh");

}

**public** **static** **void** main(String[] args) {

*myMethod*("Rathan");

*myMethod*("Jack");

*myMethod*("Aquila");

}

}

// Rathan Singh

// Jack Singh

// Aquila Singh

Method with Multiple Parameter

Below method with Integer & String as parameter

**public** **class** Syntax {

**static** **void** myMethod(String fname, **int** age) {

System.***out***.println(fname + " Singh" + " is " + age + " Years old");

}

**public** **static** **void** main(String[] args) {

*myMethod*("Rathan", 24);

*myMethod*("Jack", 22);

*myMethod*("Aquila", 25);

}

}

// Rathan Singh is 24 years old

// Jack Singh is 22 years old

// Aqila Singh is 25 years old

Return Values

The void keyword, used in the examples above, indicates that the method should not return a value. If you want the method to return a value, you can use a primitive data type (such as int, char, etc.) instead of void, and use the return keyword inside the method.

**public** **class** Syntax {

**static** **int** myMethod(**int** x) {

**return** 5 + x;

}

**public** **static** **void** main(String[] args) {

System.***out***.println(*myMethod*(3));

}

}

// Outputs 8 (5 + 3)

This example returns the sum of a method’s two parameters.

**public** **class** Syntax {

**static** **int** myMethod(**int** x, **int** y) {

**return** x + y;

}

**public** **static** **void** main(String[] args) {

System.***out***.println(*myMethod*(5, 3));

}

}

// Outputs 8 (5 + 3)

You can also store the result in a variable (recommended, as it is easier to read and maintain).

**public** **class** Syntax {

**static** **int** myMethod(**int** x, **int** y) {

**return** x + y;

}

**public** **static** **void** main(String[] args) {

**int** z = *myMethod*(5, 3);

System.***out***.println(z);

}

}

// Outputs 8 (5 + 3)

Method with If...Else

It is common to use if...else statements inside methods.

**public** **class** Syntax {

// Create a checkAge() method with an integer variable called age

**static** **void** checkAge(**int** age) {

// If age is less than 18, print "access denied"

**if** (age < 18) {

System.***out***.println("Access denied - You are not old enough!");

// If age is greater than, or equal to, 18, print "access granted"

} **else** {

System.***out***.println("Access granted - You are old enough!");

}

}

**public** **static** **void** main(String[] args) {

*checkAge*(20); // Call the checkAge method and pass along an age of 20

}

}

// Outputs "Access granted - You are old enough!"

Method Overloading

Method overloading in Java is a feature that allows you to define multiple methods in a class with the same name but different parameters. The parameters could differ in terms of the number of parameters, data types of parameters, or both. Java uses the number and types of parameters to determine which method to call when the overloaded method is invoked.

int myMethod(int x)

float myMethod(float x)

double myMethod(double x, double y)

Consider the following example, which has two methods that add numbers of different type.

**public** **class** Syntax {

**static** **int** plusMethodInt(**int** x, **int** y) {

**return** x + y;

}

**static** **double** plusMethodDouble(**double** x, **double** y) {

**return** x + y;

}

**public** **static** **void** main(String[] args) {

**int** myNum1 = *plusMethodInt*(8, 5);

**double** myNum2 = *plusMethodDouble*(4.3, 6.26);

System.***out***.println("int: " + myNum1);

System.***out***.println("double: " + myNum2);

}

}

Instead of defining two methods that should do the same thing, it is better to overload one.

In the example below, we overload the plusMethod method to work for both int and double.

**public** **class** Syntax {

**static** **int** plusMethod(**int** x, **int** y) {

**return** x + y;

}

**static** **double** plusMethod(**double** x, **double** y) {

**return** x + y;

}

**public** **static** **void** main(String[] args) {

**int** myNum1 = *plusMethod*(8, 5);

**double** myNum2 = *plusMethod*(4.3, 6.26);

System.***out***.println("int: " + myNum1);

System.***out***.println("double: " + myNum2);

}

}

Method Overloading with same parameter Type will not work throws error, Only the above method Overloading with different parameter type will work in Method overloading.

**public** **class** Syntax {

**static** **int** plusMethod(**int** x, **int** y) {

**return** x + y;

}

**static** **int** plusMethod(**int** x, **int** y) {

**return** x + y;

}

**public** **static** **void** main(String[] args) {

**int** myNum1 = *plusMethod*(8, 5);

**int** myNum2 = *plusMethod*(4, 6);

System.***out***.println("int: " + myNum1);

System.***out***.println("int: " + myNum2);

}

}

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Scope**

In Java, scope refers to the region or context in which a variable, method, or other identifier is valid and can be used. Java has several types of scopes, including.

**Class Scope (Global Scope):**

Variables and methods declared within a class, but outside of any method, have class scope. These are accessible from any method within the class. Class scope variables are often called instance variables or fields. They are created when an object of the class is instantiated and destroyed when the object is no longer in use.

**Method Scope:**

Variables declared within a method are said to have method scope. They are only accessible within the method where they are defined and are destroyed when the method exits.

**public** **class** Syntax {

**int** value = 1000; // Class scope variable

**static** **int** myMethod(**int** x, **int** y) {

**return** x+y; //Method scope Variable

}

}

**Block Scope:**

Variables declared within a code block (within curly braces) have block scope. They are only accessible within that block. Block scope is commonly found in conditional statements (if, while, for) and in code blocks defined within methods.

**int** Age = 29;

**if** (Age < 18) {

System.***out***.println("Not Old Enough to Vote.");

} **else** {

System.***out***.println("Old Enough Vote.");

}

// Outputs "Old Enough Vote."

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Recursion**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java OOP**

OOP stands for **Object-Oriented Programming**.

Procedural programming is about writing procedures or methods that perform operations on the data, while object-oriented programming is about creating objects that contain both data and methods.

Object-oriented programming has several advantages over procedural programming:

* OOP is faster and easier to execute.
* OOP provides a clear structure for the programs.
* OOP helps to keep the Java code DRY "Don't Repeat Yourself", and makes the code easier to maintain, modify and debug.
* OOP makes it possible to create full reusable applications with less code and shorter development time.

**Tip:** The "Don't Repeat Yourself" (DRY) principle is about reducing the repetition of code. You should extract out the codes that are common for the application, and place them at a single place and reuse them instead of repeating it.

**Java - What are Classes and Objects?**

Classes and objects are the two main aspects of object-oriented programming.

![A blue and white rectangular box with text

Description automatically generated](data:image/png;base64,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)

So, a class is a template for objects, and an object is an instance of a class.

When the individual objects are created, they inherit all the variables and methods from the class.

**Java Classes/Objects**

Java is an object-oriented programming language.

Everything in Java is associated with classes and objects, along with its attributes and methods. For example: in real life, a volvo is an object. The car has **attributes**, such as weight and color, and **methods**, such as drive and brake.

A Class is like an object constructor, or a "blueprint" for creating objects.

**Create a Class**

To create a class, use the keyword class.

Create a class named "Syntax" with a variable x:

**public** **class** Syntax {

String name = "Rathan Rajiv Singh B";

}

Remember that a class should always start with an uppercase first letter, and that the name of the java file should match the class name.

**Create an Object**

In Java, an object is created from a class. We have already created the class named Syntax, so now we can use this to create objects.

To create an object of Syntax, specify the class name, followed by the object name, and use the keyword new:

**public** **class** Syntax {

**int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj = **new** Syntax();

System.***out***.println(myObj.x);

}

}

**Multiple Objects**

You can create multiple objects of one class.

**public** **class** Syntax {

**int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj1 = **new** Syntax();

Syntax myObj2 = **new** Syntax();

System.***out***.println(myObj1.x);

System.***out***.println(myObj2.x);

}

}

If you create multiple objects of one class, you can change the attribute values in one object, without affecting the attribute values in the other.

**public** **class** Syntax {

**int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj1 = **new** Syntax(); // Object 1

Syntax myObj2 = **new** Syntax(); // Object 2

myObj2.x = 25; // Changing the X Value in Object 2

System.***out***.println(myObj1.x); // Outputs 5

System.***out***.println(myObj2.x); // Outputs 25

}

}

**Multiple Class**

Only 1 public class can be provided in a file.

**public** **class** Syntax {

**int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj1 = **new** Syntax();

Syntax myObj2 = **new** Syntax();

System.***out***.println(myObj1.x);

System.***out***.println(myObj2.x);

}

}

**class** Second {

//int y = 10;

**public** **static** **void** main(String[] args) {

Syntax myObj = **new** Syntax();

System.***out***.println(myObj.x);

}}

**Java Class Attributes**

In the below Example I have given the variable name “**x**” & “**y**” under the class, it is actually called as the Attribute of the class.

Create a class called "Main" with two attributes: x and y:

**public** **class** Syntax {

**int** x = 5;

**int** y = 10;

}

**Accessing Attributes**

You can access attributes by creating an object of the class, and by using the dot syntax (.):

The following example will create an object of the Syntax class, with the name myObj. We use the x attribute on the object to print its value:

**public** **class** Syntax {

**int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj = **new** Syntax();

System.***out***.println(myObj.x);

}

}

**Modify Attributes**

You can also modify attribute values:

**public** **class** Syntax {

**int** x;

**public** **static** **void** main(String[] args) {

Syntax myObj = **new** Syntax();

myObj.x = 10; // X is now 10

System.***out***.println(myObj.x);

}

}

You can also Override attribute values:

**public** **class** Syntax {

**int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj = **new** Syntax();

myObj.x = 10; // X is now 10

System.***out***.println(myObj.x);

}

}

If you don't want the ability to override existing values, declare the attribute as final:

**public** **class** Syntax {

**final** **int** x = 5;

**public** **static** **void** main(String[] args) {

Syntax myObj = **new** Syntax();

myObj.x = 10; // The final field Syntax.x cannot be assigned

System.***out***.println(myObj.x);

}

}

**Multiple Attributes**

You can specify as many attributes as you want.

**public** **class** Main {

String fname = "John";

String lname = "Doe";

**int** age = 24;

**public** **static** **void** main(String[] args) {

Main myObj = **new** Main();

System.***out***.println("Name: " + myObj.fname + " " + myObj.lname);

System.***out***.println("Age: " + myObj.age);

}

}

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Class Methods**

myMethod() prints a text (the action), when it is **called**. To call a method, write the method's name followed by two parentheses **()** and a semicolon**.**

Inside main, call myMethod()

**public** **class** Main {

**static** **void** myMethod() {

System.***out***.println("Hello World!");

}

**public** **static** **void** main(String[] args) {

*myMethod*();

}

}

// Outputs "Hello World!"

**Static vs. Public**

You will often see Java programs that have either static or public attributes and methods.

In the example above, we created a static method, which means that it can be accessed without creating an object of the class, unlike public, which can only be accessed by objects:

**public** **class** Main {

// Static method

**static** **void** myStaticMethod() {

System.***out***.println("Static methods can be called without creating objects");

}

// Public method

**public** **void** myPublicMethod() {

System.***out***.println("Public methods must be called by creating objects");

}

// Main method

**public** **static** **void** main(String[] args) {

*myStaticMethod*(); // Call the static method

// myPublicMethod(); This would compile an error

Main myObj = **new** Main(); // Create an object of Main

myObj.myPublicMethod(); // Call the public method on the object

}

}

**Example: -**

// Create a Main class

**public** **class** Main {

// Create a fullThrottle() method

**public** **void** fullThrottle() {

System.***out***.println("The car is going as fast as it can!");

}

// Create a speed() method and add a parameter

**public** **void** speed(**int** maxSpeed) {

System.***out***.println("Max speed is: " + maxSpeed);

}

// Inside main, call the methods on the myCar object

**public** **static** **void** main(String[] args) {

Main myCar = **new** Main(); // Create a myCar object

myCar.fullThrottle(); // Call the fullThrottle() method

myCar.speed(200); // Call the speed() method

}

}

// The car is going as fast as it can!

// Max speed is: 200

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Java Constructor**

A constructor in Java is a **special method** that is used to initialize objects. The constructor is called when an object of a class is created. It can be used to set initial values for object attributes.

// Create a Main class

**public** **class** Main {

**int** x; // Create a class attribute

**// Create a class constructor for the Main class**

**public** Main() {

x = 5; // Set the initial value for the class attribute x

}

**public** **static** **void** main(String[] args) {

Main myObj = **new** Main(); // Create an object of class Main (This will call the constructor)

System.***out***.println(myObj.x); // Print the value of x

}

}

// Outputs 5

Note that the constructor’s name must **match the class name**, and it cannot have a **return type** (like void).

Also note that the constructor is called when the object is created.

All classes have constructors by default: if you do not create a class constructor yourself, Java creates one for you. However, then you are not able to set initial values for object attributes.

**public** **class** Main {

String CarBrand;

String CarModel;

**int** ManufacturingYear;

// Constructor with Parameter

**public** Main (String Brand, String Model, **int** Year) {

CarBrand = Brand;

CarModel = Model;

ManufacturingYear = Year;

}

**public** **static** **void** main(String[] args) {

Main myCar = **new** Main("RollsRoyce", "Ghost", 2022);

System.***out***.println("My Car name is " + myCar.CarBrand + " " + myCar.CarModel + " which is built on " + myCar.ManufacturingYear );

}

}

**Modifiers**

**public** **class** Main

The public keyword is an **access modifier**, meaning that it is used to set the access level for classes, attributes, methods and constructors.

We divide modifiers into two groups:

* **Access Modifiers** - controls the access level.
* **Non-Access Modifiers** - do not control access level but provides other functionality.

**Access Modifiers**

For **classes**, you can use either public or default.

Public - The class is accessible by any other class.

Default - The class is only accessible by classes in the same package. This is used when you don't specify a modifier.

For **attributes, methods and constructors**, you can use the one of the following.

Public - The class is accessible by any other class.

Default - The class is only accessible by classes in the same package. This is used when you don't specify a modifier.

Private - The code is only accessible within the declared class.

Protected - The code is accessible in the same package and **subclasses**.

**Non-Access Modifiers**

For **classes**, you can use either final or abstract.

Final - The class cannot be inherited by other classes.

Abstract - The class cannot be used to create objects (To access an abstract class, it must be inherited from another class).

For **attributes and methods**, you can use the one of the following.

Final - Attributes and methods cannot be overridden/modified.

Static - Attributes and methods belongs to the class, rather than an object.

Abstract - Can only be used in an abstract class and can only be used on methods. The method does not have a body, for example **abstract void run();**. The body is provided by the subclass (inherited from)

Transient - Attributes and methods are skipped when serializing the object containing them.

Synchronized - Methods can only be accessed by one thread at a time.

Volatile - The value of an attribute is not cached thread-locally and is always read from the "main memory".

**Final**

If you don't want the ability to override existing attribute values, declare attributes as final:

**public** **class** Main {

**final** **int** x = 10;

**final** **double** PI = 3.14;

**public** **static** **void** main(String[] args) {

Main myObj = **new** Main();

myObj.x = 50; // will generate an error: cannot assign a value to a final variable

myObj.PI = 25; // will generate an error: cannot assign a value to a final variable

System.***out***.println(myObj.x);

}

}

**Static**

A static method means that it can be accessed without creating an object of the class, unlike public:

**public** **class** Main {

// Static method

**static** **void** myStaticMethod() {

System.***out***.println("Static methods can be called without creating objects");

}

// Public method

**public** **void** myPublicMethod() {

System.***out***.println("Public methods must be called by creating objects");

}

// Main method

**public** **static** **void** main(String[ ] args) {

*myStaticMethod*(); // Call the static method

// myPublicMethod(); This would output an error

Main myObj = **new** Main(); // Create an object of Main

myObj.myPublicMethod(); // Call the public method

}

}

**Abstract**

An abstract method belongs to an abstract class, and it does not have a body. The body is provided by the subclass.

**Java Encapsulation**

The meaning of Encapsulation is to make sure that "sensitive" data is hidden from users. To achieve this, you must:

* declare class variables/attributes as private.
* provide public **get** and **set** methods to access and update the value of a private variable.

**Get and Set**

You learned from the previous chapter that private variables can only be accessed within the same class (an outside class has no access to it). However, it is possible to access them if we provide public **get** and **set** methods.

The get method returns the variable value, and the set method sets the value.

Syntax for both is that they start with either get or set, followed by the name of the variable, with the first letter in upper case:

**public** **class** Person {

**private** String name = "Rathan Rajiv Singh"; // private = restricted access

// Getter

**public** String getName() {

**return** name;

}

// Setter

**public** **void** setName(String newName) {

**this**.name = newName;

}

#### }

#### **Example explained: -**

The get method returns the value of the variable name.

The set method takes a parameter (newName) and assigns it to the name variable. The this keyword is used to refer to the current object.

However, as the name variable is declared as private, we **cannot** access it from outside this class:

However, as we try to access a private variable, we get an error:

// Calling the above private attribute to the New class Main

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Person myObj = **new** Person();

myObj.setName("John"); // Set the value of the name variable to "John"

System.***out***.println(myObj.getName()); // Get the Name & print in the console

}

}

// Outputs "John"

If the variable was declared as public, we would expect the following output:

// John

Instead, we use the getName() and setName() methods to access and update the variable.

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Person myObj = **new** Person();

myObj.setName("John"); // Set the value of the name variable to "John"

System.***out***.println(myObj.getName()); // Get the Name & print in the console

}

}

// Outputs "John"

#### **Why Encapsulation?**

* Better control of class attributes and methods
* Class attributes can be made **read-only** (if you only use the get method), or **write-only** (if you only use the set method)
* Flexible: the programmer can change one part of the code without affecting other parts
* Increased security of data

**Java Scanner**

The Scanner is mostly used to receive user input and parse them into primitive data types such as int, double or default String. It's a utility class to parse data using regular expressions by generating tokens.

**import** java.util.Scanner;

**class** Scannerclass {

**public** **static** **void** main(String[] args) {

Scanner myObj = **new** Scanner(System.***in***);

System.***out***.println("Enter username");

String userName = myObj.nextLine();

System.***out***.println("Username is: " + userName);

}}
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**Import a Package**

There are many packages to choose from. In the previous example, we used the Scanner class from the java.util package. This package also contains date and time facilities, random-number generator and other utility classes.

To import a whole package, end the sentence with an asterisk sign (\*). The following example will import ALL the classes in the java.util package.

import java.util.\*;

**Java Inheritance: -**

In Java, it is possible to inherit attributes and methods from one class to another. We group the "inheritance concept" into two categories:

* **subclass** (child) - the class that inherits from another class
* **superclass** (parent) - the class being inherited from

To inherit from a class, use the extends keyword.

In the example below, the Car class (subclass) inherits the attributes and methods from the Vehicle class (superclass):

// Super Class (Parent)

**class** Vehicle {

**protected** String brand = "Ford"; //The code is accessible in the same package and subclasses.

**public** **void** honk() {

System.***out***.println("Tuut, tuut!");

}

}

// Sub class (Child)

**class** Car **extends** Vehicle {

**private** String modelName = "Mustang";

**public** **static** **void** main(String[] args) {

Car myFastCar = **new** Car();

myFastCar.honk();

System.***out***.println(myFastCar.brand + " " + myFastCar.modelName);

}

}

**The final Keyword**

If you don't want other classes to inherit from a class, use the final keyword:

**final** **class** Vehicle {

**protected** String brand = "Ford"; //The code is accessible in the same package and subclasses.

**public** **void** honk() {

System.***out***.println("Tuut, tuut!");

}

}

**class** Car **extends** Vehicle {

**private** String modelName = "Mustang";

**public** **static** **void** main(String[] args) {

Car myFastCar = **new** Car();

myFastCar.honk();

System.***out***.println(myFastCar.brand + " " + myFastCar.modelName);

}

}

**Java Polymorphism: -**

Polymorphism means "many forms", and it occurs when we have many classes that are related to each other by inheritance.

Like we specified in the previous chapter; [**Inheritance**](https://www.w3schools.com/java/java_inheritance.asp) lets us inherit attributes and methods from another class. **Polymorphism** uses those methods to perform different tasks. This allows us to perform a single action in different ways.

**class** Animal {

**public** **void** animalSound() {

System.***out***.println("The animal makes a sound");

}

}

**class** Pig **extends** Animal {

**public** **void** animalSound() {

System.***out***.println("The pig says: wee wee");

}

}

**class** Dog **extends** Animal {

**public** **void** animalSound() {

System.***out***.println("The dog says: bow wow");

}

}

Now we can create Pig and Dog objects and call the animalSound() method on both of them

**class** Animal {

**public** **void** animalSound() {

System.***out***.println("The animal makes a sound");

}

}

**class** Pig **extends** Animal {

**public** **void** animalSound() {

System.***out***.println("The pig says: wee wee");

}

}

**class** Dog **extends** Animal {

**public** **void** animalSound() {

System.***out***.println("The dog says: bow wow");

}

}

**class** Sound {

**public** **static** **void** main(String[] args) {

Animal myAnimal = **new** Animal(); // Create a Animal object

Animal myPig = **new** Pig(); // Create a Pig object

Animal myDog = **new** Dog(); // Create a Dog object

myAnimal.animalSound();

myPig.animalSound();

myDog.animalSound();

}

}

#### Why And When To Use "Inheritance" and "Polymorphism"?

It is useful for code reusability: reuse attributes and methods of an existing class when you create a new class.

**Java Inner class: -**

In Java, it is also possible to nest classes (a class within a class). The purpose of nested classes is to group classes that belong together, which makes your code more readable and maintainable.

To access the inner class, create an object of the outer class, and then create an object of the inner class:

// Outer class

**class** OuterClass {

**int** x = 10;

// Inner class

**class** InnerClass {

**int** y = 5;

}

}

**public** **class** ClassMain {

**public** **static** **void** main(String[] args) {

OuterClass myOuter = **new** OuterClass();

OuterClass.InnerClass myInner = myOuter.**new** InnerClass();

System.***out***.println(myInner.y + myOuter.x);

}

}

// Outputs 15 (5 + 10)

**Private Inner class**

Unlike a "regular" class, an inner class can be private or protected. If you don't want outside objects to access the inner class, declare the class as private:

// Outer class

**class** OuterClass {

**int** x = 10;

// Inner class

**private** **class** InnerClass {

**int** y = 5;

}

}

**public** **class** ClassMain {

**public** **static** **void** main(String[] args) {

OuterClass myOuter = **new** OuterClass();

OuterClass.InnerClass myInner = myOuter.**new** InnerClass(); // This will throw error because it Innerclass in private

System.***out***.println(myInner.y + myOuter.x);

}

}

// Outputs 15 (5 + 10)

**Static Inner class**

An inner class can also be static, which means that you can access it without creating an object of the outer class.

**class** OuterClass {

**int** x = 10;

**static** **class** InnerClass {

**int** y = 5;

}

}

**public** **class** Staticclass {

**public** **static** **void** main(String[] args) {

OuterClass.InnerClass myInner = **new** OuterClass.InnerClass();

System.***out***.println(myInner.y);

}

}

// Outputs 5

**Note:** just like static attributes and methods, a static inner class does not have access to members of the outer class.

**Access Outer Class From Inner Class**

One advantage of inner classes, is that they can access attributes and methods of the outer class.

// Outer class

**class** OuterClass {

**int** x = 10;

// Inner class

**class** InnerClass {

**int** y = 5;

}

}

**public** **class** ClassMain {

**public** **static** **void** main(String[] args) {

OuterClass myOuter = **new** OuterClass();

OuterClass.InnerClass myInner = myOuter.**new** InnerClass(); // This will throw error because it Innerclass in private

System.***out***.println(myInner.y + myOuter.x);

}

}

// Outputs 15 (5 + 10)

**Java Abstraction: -**

**Abstract Classes and Methods**

Data **abstraction** is the process of hiding certain details and showing only essential information to the user.  
Abstraction can be achieved with either abstract classes or [interfaces](https://www.w3schools.com/java/java_interface.asp)

The abstract keyword is a non-access modifier, used for classes and methods:

* **Abstract class:** is a restricted class that cannot be used to create objects (to access it, it must be inherited from another class).
* **Abstract method:** can only be used in an abstract class, and it does not have a body. The body is provided by the subclass (inherited from).

An abstract class can have both abstract and regular methods:

* 1. We can’t create Object for the Abstract class in java.
  2. Abstract class can also have normal class Aswell not only abstract class.
  3. Extended abstract class should have the abstract method created in the abstract class.
  4. We can override the Attributes or Methods in abstract class in the concrete class.

// abstract class

**abstract** **class** SuperCar

{

// Abstract methods

**abstract** **void** drive();

**abstract** **void** Fly();

// Normal methods

**public** **void** sound() {

System.***out***.println("Vroom Vroom");

}

}

**class** RollsRoyce **extends** SuperCar // Concrete class

{

**public** **void** drive() {

System.***out***.println("Driving Rolls Royce");

}

**public** **void** Fly() {

System.***out***.println("Flying in Rolls Royce");

}

}

**public** **class** runClass

{

**public** **static** **void** main(String[] args) {

RollsRoyce Obj = **new** RollsRoyce();

Obj.drive();

Obj.Fly();

Obj.sound();

}

}

//Output

// Driving RollsRoyce

// Flying in RollsRoyce

**Java Interface: -**

Another way to achieve [abstraction](https://www.w3schools.com/java/java_abstract.asp) in Java, is with interfaces.

An interface is a completely "**abstract class**" that is used to group related methods with empty bodies.

// interface

**interface** InterfaceClass {

**public** **void** animalSound(); // interface method (does not have a body)

**public** **void** run(); // interface method (does not have a body)

}

To access the interface methods, the interface must be "implemented" (kinda like inherited) by another class with the implements keyword (instead of extends). The body of the interface method is provided by the "implement" class.

**interface** InterfaceClass {

**public** **void** animalSound(); // interface method (does not have a body)

**public** **void** sleep(); // interface method (does not have a body)

}

**class** cat **implements** InterfaceClass {

**public** **void** animalSound() {

System.***out***.println("The pig says: meow");

}

**public** **void** sleep() {

System.***out***.println("Zzzz");

}

}

**class** lion **implements** InterfaceClass {

**public** **void** animalSound() {

System.***out***.println("The dog says: Roar");

}

**public** **void** sleep() {

System.***out***.println("Zzzz");

}

}

**class** Sound1 {

**public** **static** **void** main(String[] args) {

InterfaceClass mycat = **new** cat(); // Create a cat object

InterfaceClass mylion = **new** lion(); // Create a lion object

mycat.animalSound();

mylion.animalSound();

}

}

#### **Notes on Interfaces:**

* Like **abstract classes**, interfaces **cannot** be used to create objects (in the example above, it is not possible to create an "Animal" object in the MyMainClass)
* Interface methods do not have a body - the body is provided by the "implement" class
* On implementation of an interface, you must override all of its methods
* Interface methods are by default abstract and public
* Interface attributes are by default public, static and final
* An interface cannot contain a constructor (as it cannot be used to create objects)

#### **Why And When To Use Interfaces?**

1) To achieve security - hide certain details and only show the important details of an object (interface).

2) Java does not support "multiple inheritance" (a class can only inherit from one superclass). However, it can be achieved with interfaces, because the class can **implement** multiple interfaces. **Note:** To implement multiple interfaces, separate them with a comma (see example below).

**Multiple Interface**

// Interface with Multiple Inheritance

**interface** FirstInterface {

**public** **void** myMethod(); // interface method

}

**interface** SecondInterface {

**public** **void** myOtherMethod(); // interface method

}

**class** DemoClass **implements** FirstInterface, SecondInterface {

**public** **void** myMethod() {

System.***out***.println("Some text..");

}

**public** **void** myOtherMethod() {

System.***out***.println("Some other text...");

}

}

**class** Main0 {

**public** **static** **void** main(String[] args) {

DemoClass myObj = **new** DemoClass();

myObj.myMethod();

myObj.myOtherMethod();

}

}

**JAVA ENUMS: -**

An enum is a special "class" that represents a group of **constants** (unchangeable variables, like final variables).

To create an enum, use the enum keyword (instead of class or interface), and separate the constants with a comma. Note that they should be in uppercase letters: